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## 1 ПОСТАНОВКА ЗАДАЧИ

Целью выполнения данной лабораторной работы является разработка лексического анализатора подмножества языка программирования в С++. Также необходимо определить лексические правила и выполнить перевод потока символов в поток токенов, при определении неверной последовательности символов необходимо обнаружить ошибку и выдать сообщение о ней.

## 2 КРАТКИЕ ТЕОРЕТИЧЕСКИЕ СВЕДЕНИЯ

Первая фаза компиляции называется лексическим анализом   
или сканированием. Лексический анализатор читает поток символов, составляющих исходную программу, и группирует эти символы в значащие последовательности, называющиеся лексемами.[1]

Лексема – это структурная единица языка, которая состоит   
из элементарных символов и не содержит в своем составе других структурных единиц языка. Лексемами языка программирования являются идентификаторы, константы, ключевые слова языка, знаки операции. На вход лексического анализатора поступает текст исходной программы, а выходная информация передается для дальнейшей обработки синтаксическому анализатору. Для каждой лексемы анализатор строит выходной токен, где имя токена связано с его значением в коде.

Использование лексического анализатора упрощает работу с текстом исходной программы на этапе синтаксического разбора и сокращается объем обрабатываемой информации. Для выделения в тексте и разбора лексем можно применять простую и эффективную технику анализа, в то время как на этапе синтаксического анализа конструкций исходного языка используются достаточно сложные алгоритмы. Лексический анализатор отделяет сложный по конструкции синтаксический анализатор от работы непосредственно   
с текстом исходной программы. В большинстве компиляторов лексический   
и синтаксический анализаторы – это взаимосвязанные части.

При написании данной лабораторной работы были применены следующие теоретические сведения и концепции:

1 Словари языка программирования Python: при помощи использования словарей были представлены наборы ключевых слов, операторов и типов данных в языке программирования С++. Эти словари используются   
для классификации токенов в программе.

2 Приведение типов: при помощи приведения типов были созданы проверки строк, чтобы выяснить, является ли она целым числом, символом, числом с плавающей точкой, логическим значением или строкой соответственно.

3 Циклы и ветвления языка программирования Python: при помощи разнообразных циклов и ветвлений были организованы разбитие исходного кода на токены, а также классификация каждого токена на основе его типа.

4 Запись в файл и чтение из файла: для работы с кодом были использованы функции записи в файл и чтения из файла для удобства работы.

Все вышеперечисленные концепции были использованы для написания лексического анализатора подмножества языка программирования в С++,   
а также для определения лексических правил и перевода потока символов   
в поток токенов.

# 3 РЕЗУЛЬТАТЫ ВЫПОЛНЕНИЯ ЛАБОРАТОРНОЙ             РАБОТЫ

В ходе лабораторной работы был разработан лексический анализатор для языка программирования С++. Для работы с кодом используются файлы. При запуске программы код анализируется и разбивается на токены. Результат работы лексического анализатора представлен на рисунке 3.1.
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Рисунок 3.1 – Результат работы лексического анализатора

Кроме вывода лексем и их значений программа обрабатывает некоторые ошибки в коде. Если совершить попытку дать имя переменной, начиная его с цифры, то это будет обозначено в таблице лексем как ошибка. Результат нахождения данной ошибки представлен на рисунке 3.2.
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Рисунок 3.2 – Результат нахождения ошибки при неправильном названии переменной

Если совершить ошибку при написании ключевого слова, то программа выдаст ошибку и предложит возможно похожее слово, из словаря ключевых слов. Результат нахождения данной ошибки представлен на рисунке 3.3.

![](data:image/png;base64,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)

Рисунок 3.3 – Результат нахождения ошибки при неправильном написании директивы препроцессора

Если в коде будет некорректно представлено имя токена, программа также выдаст ошибку. Результат нахождения данной ошибки представлен на рисунке 3.4.
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Рисунок 3.4 – Результат нахождения ошибки при пропущенном символе при подключении библиотеки

Если допустить синтаксическую ошибку в коде, к которой относятся недостающие закрывающиеся или открывающиеся скобки, нехватка закрывающихся или открывающихся кавычек, программа выдаст предупреждение о том, что нарушен баланс кода. Дальнейшая работа программы будет приостановлена. Результат нахождения данной ошибки представлен на рисунке 3.5.
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Рисунок 3.5 – Результат синтаксической ошибки

Таким образом, по итогу лабораторной работы был разработан лексический анализатор кода, написанного на языке программирования С++, а также реализовано нахождение разного рода лексических ошибок.

## ВЫВОДЫ

В ходе выполнения данной лабораторной работы был разработан лексический анализатор подмножества языка программирования С++. Также были определены лексические правила и выполнен перевод потока символов в поток токенов. При определении неверной последовательности символов была реализована возможность обнаружение ошибок и демонстрация сообщений о данных ошибках.
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## ПРИЛОЖЕНИЕ А

## (обязательное)

## Листинг исходного кода

Листинг 1 – Программная код функции классификации

from constants import keywords, data\_types, operators, standart\_function, standart\_libraries, containers, classes, \

special\_symbols

from type\_cheking import is\_integer\_type, is\_character\_type, is\_float\_type, is\_bool, is\_string

list\_data\_types = []

list\_containers = []

lexical\_error\_tokens = []

allowed\_symbols = 'abcdefghijklmnopqrstuvwxyzABCDEFGHIJKLMNOPQRSTUVWXYZ\_1234567890'

def check\_match(element: str, identifiers):

ident = [iden[1] for iden in identifiers]

keyws = list(keywords.keys())

datas = list(data\_types.keys())

conts = list(containers.keys())

base = ident + datas + keyws + conts

max\_match = ""

max\_count = 0

for string in base:

count = 0

i = 0

while i < min(len(string), len(element)):

if string[i] == element[i]:

count += 1

else:

break

i += 1

if count > max\_count:

max\_count = count

max\_match = string

return max\_match

def classify\_token(token, prev\_token, next\_token, token\_table):

if token in keywords:

return keywords[token]

elif token in standart\_function:

return standart\_function[token]

elif token in standart\_libraries:

return standart\_libraries[token]

elif token in containers:

list\_containers.append(token)

return containers[token]

elif token in classes:

return classes[token]

elif token in operators:

if token == '~':

if token\_table[next\_token] == 'ClASS':

token\_table[token] = 'TILDA'

return 'TILDA'

else:

return 'BITWISE OPERATOR'

if token == '<':

if prev\_token in containers:

return 'SIGN'

else:

return 'COMPARISON OPERATOR'

if token == '>':

if prev\_token in data\_types or (prev\_token in token\_table and token\_table[prev\_token] == 'CLASS'):

token\_table[token] = 'SIGN'

print(token\_table)

return 'SIGN'

else:

return 'COMPARISON OPERATOR'

if token == '\*':

if prev\_token in token\_table and token\_table[prev\_token] == 'CLASS':

token\_table[token] = 'CLASS POINTER'

return 'CLASS POINTER'

if len(list\_data\_types) != 0:

if next\_token == '(':

return 'ARITHMETIC OPERATOR'

if prev\_token == ')':

if next\_token == '(':

return 'ARITHMETIC OPERATOR'

return 'ARITHMETIC OPERATOR'

if ((prev\_token in token\_table and f'VARIABLE ({list\_data\_types[-1].upper()})' in token\_table[

prev\_token]) \

or (prev\_token in token\_table and f'FUNCTION (POINTER {list\_data\_types[-1].upper()})' in

token\_table[prev\_token]) \

or (prev\_token in token\_table and f'POINTER' in token\_table[

prev\_token]) \

or (prev\_token in token\_table and f'METHOD OF CLASS') \

or (prev\_token in token\_table and f'OBJECT' in token\_table[prev\_token])) \

and ((next\_token in token\_table and f'VARIABLE ({list\_data\_types[-1].upper()})' in token\_table[

next\_token]) \

or (next\_token in token\_table and f'FUNCTION (POINTER {list\_data\_types[-1].upper()})' in

token\_table[next\_token]) \

or (next\_token in token\_table and f'POINTER' in token\_table[

next\_token]) \

or (next\_token in token\_table and f'METHOD OF CLASS')):

return 'ARITHMETIC OPERATOR'

if prev\_token in data\_types and (next\_token in token\_table and f'VARIABLE ({list\_data\_types[-1].upper()})' in token\_table[next\_token]) \

or (next\_token in token\_table and f'FUNCTION (POINTER {list\_data\_types[-1].upper()})' in token\_table[next\_token]) \

or (next\_token in token\_table and f'POINTER' in token\_table[next\_token]) \

or (next\_token in token\_table and f'METHOD OF CLASS'):

token\_table[token] = 'ASTERIK'

return 'ASTERIK'

elif prev\_token in data\_types or (next\_token in token\_table and f'VARIABLE ({list\_data\_types[-1].upper()})' in token\_table[next\_token]) \

or (next\_token in token\_table and f'FUNCTION (POINTER {list\_data\_types[-1].upper()})' in token\_table[next\_token]) \

or (next\_token in token\_table and f'POINTER' in token\_table[next\_token]) \

or (next\_token in token\_table and f'METHOD OF CLASS'):

token\_table[token] = 'ASTERIK'

return 'ASTERIK'

return 'ARITHMETIC OPERATOR'

if token in ('++', '--', '&&', '=='):

if prev\_token:

if prev\_token in ('+', '-', '&', '=', '++', '--', '&&', '=='):

return 'LEXICAL ERROR'

if token in ('+', '-', '&', '='):

if prev\_token:

if prev\_token in ('&&', '++', '--', '=='):

return 'LEXICAL ERROR'

if token == '&':

if prev\_token in data\_types or (prev\_token in token\_table and token\_table[prev\_token] == 'CLASS') \

or (prev\_token in classes) or prev\_token in keywords:

token\_table[token] = 'REFERENCE OPERATOR'

return 'REFERENCE OPERATOR'

else:

token\_table[token] = 'BITWISE OPERATOR'

return 'BITWISE OPERATOR'

if token == '.':

if prev\_token:

if is\_float\_type(prev\_token):

return 'LEXICAL ERROR'

token\_table[token] = operators[token]

return operators[token]

elif token in data\_types:

if prev\_token in ('/\*', '//'):

return 'STRING OF COMMENT'

list\_data\_types.append(token)

return data\_types[token]

# elif token not in data\_types:

# list\_data\_types.append('')

elif token.endswith('[]'):

return 'ARRAY'

elif is\_string(token):

if prev\_token == '#include':

return 'HEADER FILE'

return 'STRING'

elif is\_integer\_type(token):

if prev\_token == '.':

return 'LEXICAL ERROR'

return 'INTEGER'

elif is\_float\_type(token):

return 'FLOAT'

elif is\_bool(token):

return 'BOOLEAN'

elif is\_character\_type(token):

return 'CHAR'

elif token.isidentifier():

if prev\_token in ('/\*', '//'):

return 'STRING OF COMMENT'

if not all(char in allowed\_symbols for char in token):

if token[0].isdigit():

lexical\_error\_tokens.append(token)

return 'LEXICAL ERROR! Identifier cannot start with a digit.'

return 'LEXICAL ERROR! Token contains invalid symbols.'

if any(char in token for char in special\_symbols):

return 'LEXICAL ERROR! Special symbols detected!'

if token[0].isdigit():

lexical\_error\_tokens.append(token)

return 'LEXICAL ERROR! Identifier cannot start with a digit.'

if token in token\_table:

if next\_token == '(' and token\_table[token] == 'CLASS':

return 'CONSTUCTURE'

return token\_table[token]

else:

if prev\_token == '#define':

token\_table[token] = 'VARIABLE'

return 'VARIABLE'

if prev\_token == '~' and next\_token == '(':

return 'DESCTRUCTURE'

if prev\_token == '::':

return 'METHOD'

if prev\_token == '>' and (prev\_token in token\_table and token\_table[prev\_token] == 'SIGN'):

if len(list\_containers) != 0:

token\_table[token] = f'CONTAINER {list\_containers[-1].upper()}'

return f'CONTAINER {list\_containers[-1].upper()}'

elif prev\_token == 'using':

token\_table[token] = 'ALIAS'

return 'ALIAS'

elif next\_token == '[':

if prev\_token in data\_types:

token\_table[token] = f'ARRAY ({list\_data\_types[-1]})'

return f'ARRAY ({list\_data\_types[-1]})'

elif prev\_token == '\*':

if prev\_token in token\_table and token\_table[prev\_token] == 'ASTERIK':

token\_table[token] = f'ARRAY (POINTER {list\_data\_types[-1]})'

return f'ARRAY (POINTER {list\_data\_types[-1]})'

elif next\_token == '(':

if prev\_token in data\_types:

token\_table[token] = f'FUNCTION ({list\_data\_types[-1].upper()})'

return f'FUNCTION ({list\_data\_types[-1].upper()})'

elif prev\_token == '\*':

if prev\_token in token\_table and token\_table[prev\_token] == 'CLASS POINTER':

token\_table[token] = f'METHOD OF CLASS'

return f'METHOD OF CLASS'

if len(list\_data\_types) != 0:

token\_table[token] = f'FUNCTION (POINTER {list\_data\_types[-1].upper()})'

else:

token\_table[token] = f'FUNCTION (POINTER)'

return f'FUNCTION (POINTER)'

return f'FUNCTION (POINTER {list\_data\_types[-1].upper()})'

else:

if prev\_token == '\*' and (prev\_token in token\_table and token\_table[prev\_token] == 'CLASS POINTER'):

token\_table[token] = f'METHOD OF CLASS'

return f'METHOD OF CLASS'

if prev\_token in data\_types or prev\_token == ',':

if len(list\_data\_types) != 0:

token\_table[token] = f'VARIABLE ({list\_data\_types[-1].upper()})'

return f'VARIABLE ({list\_data\_types[-1].upper()})'

else:

token\_table[token] = f'VARIABLE'

return f'VARIABLE'

elif prev\_token == '\*':

if len(list\_data\_types) != 0:

# token\_table[token] = f'POINTER ({list\_data\_types[-1].upper()})'

# return f'POINTER ({list\_data\_types[-1].upper()})'

token\_table[token] = f'POINTER'

return f'POINTER'

else:

token\_table[token] = 'IDENTIFICATOR'

return 'IDENTIFICATOR'

if next\_token == '{':

if prev\_token in 'class':

token\_table[token] = 'CLASS'

return 'CLASS'

if prev\_token in 'struct':

token\_table[token] = 'STRUCTURE'

return 'STRUCTURE'

elif prev\_token in token\_table and token\_table[prev\_token] == 'REFERENCE OPERATOR':

token\_table[token] = 'REFERENCE'

return 'REFERENCE'

elif prev\_token in token\_table and token\_table[prev\_token] == 'CLASS' or prev\_token in classes:

token\_table[token] = f'OBJECT OF {prev\_token}'

return f'OBJECT OF {prev\_token}'

elif prev\_token == '.':

return 'METHOD'

else:

match = check\_match(token, token\_table.items())

# if prev\_token in token\_table and token\_table[prev\_token] == 'SIMILAR':

# token\_table[token] = 'IDENTIFIER'

# return 'IDENTIFIER'

if match:

token\_table[token] = 'SIMILAR'

return f'LEXICAL ERROR! SIMILAR TO: {match}'

else:

return f'LEXICAL ERROR! UNRECOGNIZED IDENTIFIER: {token}'

else:

if prev\_token in ('/\*', '//'):

return 'STRING OF COMMENT'

elif prev\_token == '#include':

return 'HEADER FILE'

elif prev\_token == '.':

return 'METHOD'

elif token.endswith(('LL', 'll', 'UL', 'ul')):

if is\_integer\_type(token[:-2]):

return 'INTEGER'

elif is\_float\_type(token[:-2]):

return 'FLOAT'

else:

token\_table[token] = 'IDENTIFICATOR'

return 'IDENTIFICATOR'

elif token.endswith(('ULL', 'ull')):

if is\_integer\_type(token[:-3]):

return 'INTEGER'

elif is\_float\_type(token[:-3]):

return 'FLOAT'

else:

token\_table[token] = 'IDENTIFICATOR'

return 'IDENTIFICATOR'

elif token.endswith(('L', 'l', 'F', 'f', 'D', 'd')):

if is\_integer\_type(token[:-1]):

return 'INTEGER'

elif is\_float\_type(token[:-1]):

return 'FLOAT'

else:

if token[0].isdigit():

return 'LEXICAL ERROR! Identifier cannot start with a digit.'

if any(char in token for char in special\_symbols):

return 'LEXICAL ERROR! Special symbols detected!'

token\_table[token] = 'IDENTIFICATOR'

return 'IDENTIFICATOR'

else:

match = check\_match(token, token\_table.items())

# if prev\_token in token\_table and token\_table[prev\_token] == 'SIMILAR':

# token\_table[token] = 'IDENTIFIER'

# return 'IDENTIFIER'

if match:

token\_table[token] = 'SIMILAR'

return f'LEXICAL ERROR! SIMILAR TO: {match}'

else:

return f'LEXICAL ERROR! UNRECOGNIZED IDENTIFIER: {token}'

Листинг 2 – Программная код, описывающий константные значения

keywords = {  
 '#include': 'INCLUSION DIRECTIVE',  
 'using': 'KEYWORD',  
 'namespace': 'KEYWORD',  
 'std': 'NAMESPACE',  
 'break': 'KEYWORD',  
 'continue': 'KEYWORD',  
 'while': 'KEYWORD',  
 'for': 'KEYWORD',  
 'if': 'KEYWORD',  
 'else': 'KEYWORD',  
 'return': 'KEYWORD',  
 'switch': 'KEYWORD',  
 'case': 'KEYWORD',  
 'default':'KEYWORD',  
 'std::swap': 'KEYWORD',  
 'private:': 'KEYWORD',  
 'public:': 'KEYWORD',  
 '(': 'PARENTHESIS',  
 ')': 'PARENTHESIS',  
 '{': 'PARENTHESIS',  
 '}': 'PARENTHESIS',  
 '[': 'PARENTHESIS',  
 ']': 'PARENTHESIS',  
 ',': 'COMA',  
 ';': 'END OF CONSTRUCTION',  
 'std::cout': 'OUTPUT',  
 'std::endl': 'OUTPUT MANIPULATOR',  
 'std::vector': 'CONTAINER',  
 'std::list': 'CONTAINER',  
 'std::deque': 'CONTAINER',  
 'std::queue': 'CONTAINER',  
 'std::stack': 'CONTAINER',  
 'std::set': 'CONTAINER',  
 'std::unordered\_set': 'CONTAINER',  
 'std::multiset': 'CONTAINER',  
 'std::map': 'CONTAINER',  
 'std::unordered\_map': 'CONTAINER',  
 'std::multimap': 'CONTAINER',  
 'std::bitset': 'CONTAINER',  
 'class': 'CLASS',  
 'struct': 'STRUCT',  
 'const': 'CONST'  
}  
operators = {  
 '.': 'OPERATOR',  
 '+': 'ARITHMETIC OPERATOR',  
 '-': 'ARITHMETIC OPERATOR',  
 '\*': 'ARITHMETIC OPERATOR',  
 '/': 'ARITHMETIC OPERATOR',  
 '%': 'ARITHMETIC OPERATOR',  
 '++': 'ARITHMETIC OPERATOR',  
 '--': 'ARITHMETIC OPERATOR',  
 '+=': 'ARITHMETIC OPERATOR',  
 '-=': 'ARITHMETIC OPERATOR',  
 '\*=': 'ARITHMETIC OPERATOR',  
 '/=': 'ARITHMETIC OPERATOR',  
 '%=': 'ARITHMETIC OPERATOR',  
 '=': 'ADDIGNMENT OPERATOR',  
 'pow': 'FUNCTION',  
 'sqrt': 'FUNCTION',  
 'sin': 'FUNCTION',  
 'cos': 'FUNCTION',  
 'log': 'FUNCTION',  
 'exp': 'FUNCTION',  
 'round': 'FUNCTION',  
 '==': 'COMPARISON OPERATOR',  
 '!=': 'COMPARISON OPERATOR',  
 '<': 'COMPARISON OPERATOR',  
 '>': 'COMPARISON OPERATOR',  
 '<=': 'COMPARISON OPERATOR',  
 '>=': 'COMPARISON OPERATOR',  
 '>>': 'BITWISE OPERATOR',  
 '<<': 'BITWISE OPERATOR',  
 '<<': 'I/O OPERATOR',  
 '>>': 'I/O OPERATOR',  
 '&&': 'LOGICAL OPERATOR',  
 '||': 'LOGICAL OPERATOR',  
 '!': 'LOGICAL OPERATOR',  
 '&': 'BITWISE OPERATOR',  
 '|': 'BITWISE OPERATOR',  
 '^': 'BITWISE OPERATOR',  
 '~': 'BITWISE OPERATOR',  
 '?': 'TERNARY OPERATOR'  
}  
data\_types = {  
 'bool': 'DATA TYPE',  
 'signed char': 'DATA TYPE',  
 'char': 'DATA TYPE',  
 'short': 'DATA TYPE',  
 'int': 'DATA TYPE',  
 'long': 'DATA TYPE',  
 'long long': 'DATA TYPE',  
 'unsigned char': 'DATA TYPE',  
 'unsigned short': 'DATA TYPE',  
 'unsigned int': 'DATA TYPE',  
 'unsigned long': 'DATA TYPE',  
 'unsigned long long': 'DATA TYPE',  
 'float': 'DATA TYPE',  
 'double': 'DATA TYPE',  
 'long double': 'DATA TYPE',  
 'wchar\_t': 'DATA TYPE',  
 'char8\_t': 'DATA TYPE',  
 'char16\_t': 'DATA TYPE',  
 'char32\_t': 'DATA TYPE',  
 'std::string': 'DATA TYPE',}

Листинг 3 – Программный код функций чтения и записи

def read\_code\_from\_file(file\_path):

with open(file\_path, 'r') as file:

code = file.read()

return code

def write\_output\_to\_file(output, file\_path):

with open(file\_path, 'w') as file:

file.write(output)

Листинг 4 – Программный код главной функции

from parsing import tokenize

from classification import classify\_token

from function import read\_code\_from\_file, write\_output\_to\_file

file\_path\_input = 'test.cpp'

file\_path\_output = 'output.txt'

if \_\_name\_\_ == "\_\_main\_\_":

code = read\_code\_from\_file(file\_path\_input)

tokens = tokenize(code)

token\_table = {}

output = ''

output += "+----------------------------------------------------------------+\n"

output += "| № | Элемент | Информация |\n"

output += "+----------------------------------------------------------------+\n"

for i, token in enumerate(tokens):

classification = classify\_token(token, tokens[i - 1] if i > 0 else None,

tokens[i + 1] if i < len(tokens) - 1 else None, token\_table)

output += f"| {i:<3} |{token:<23} |{classification:<30} \n"

output += "+----------------------------------------------------------------+\n"

write\_output\_to\_file(output, file\_path\_output)

Листинг 5 – Программный код, реализующий разделение на токены

def tokenize(code):

tokens = []

current\_token = ''

inside\_string = False

inside\_comment = False

line\_number = 1

char\_position = 0

i = 0

while i < len(code):

char = code[i]

char\_position += 1

if char == '\n':

line\_number += 1

char\_position = 0

inside\_comment = False

if char == '\\':

if i + 1 < len(code):

next\_char = code[i + 1]

if next\_char in ('r', 'n', 't', '\\'):

current\_token += char + next\_char

i += 1

else:

current\_token += char

else:

current\_token += char

elif (char == '"' or char == "'") and not inside\_string:

if current\_token:

tokens.append(current\_token)

current\_token = ''

current\_token += char

inside\_string = True

elif (char == '"' or char == "'") and inside\_string:

current\_token += char

tokens.append(current\_token)

current\_token = ''

inside\_string = False

elif inside\_string:

current\_token += char

elif char == '/' and i + 1 < len(code) and code[i + 1] == '/':

if current\_token:

tokens.append(current\_token)

current\_token = ''

current\_token += char + code[i + 1]

i += 1

tokens.append(current\_token)

current\_token = ''

i += 1

while i < len(code) and code[i] != '\n':

current\_token += code[i]

i += 1

tokens.append(current\_token.strip())

current\_token = ''

elif char == '/' and i + 1 < len(code) and code[i + 1] == '\*':

if current\_token:

tokens.append(current\_token)

current\_token = ''

tokens.append('/\*')

inside\_comment = True

i += 1

elif char == '\*' and i + 1 < len(code) and code[i + 1] == '/':

if current\_token:

tokens.append(current\_token)

current\_token = ''

current\_token = '\*/'

inside\_comment = False

tokens.append(current\_token)

current\_token = ''

i += 1

elif inside\_comment:

current\_token += char

elif char in ('№','@','#','$'):

current\_token += char

i += 1

while i < len(code) and not code[i].isspace():

current\_token += code[i]

i += 1

tokens.append(current\_token)

current\_token = ''

elif char in ('(', ')', '{', '}', '[', ']', ',', ';', '<', '>'):

if current\_token:

tokens.append(current\_token)

current\_token = ''

tokens.append(char)

elif char.isspace():

if current\_token:

tokens.append(current\_token)

current\_token = ''

elif char in ('(', ')', '{', '}', '[', ']', ',', ';', '<', '>'):

if current\_token:

tokens.append(current\_token)

current\_token = ''

tokens.append(char)

elif char.isspace():

if current\_token:

tokens.append(current\_token)

current\_token = ''

elif char == '.':

if current\_token.isdigit() and i + 1 < len(code) and code[i + 1].isdigit():

current\_token += char

elif current\_token:

tokens.append(current\_token)

tokens.append(char)

current\_token = ''

else:

tokens.append(char)

elif char.isalnum() or char == '\_':

current\_token += char

elif char.isdigit() and i + 1 < len(code) and code[i + 1] in ('e', 'E'):

current\_token += char

current\_token += code[i + 1]

i += 1

if i + 1 < len(code) and code[i + 1] in ('+', '-'):

current\_token += code[i + 1]

i += 1

while i + 1 < len(code) and code[i + 1].isdigit():

current\_token += code[i + 1]

i += 1

tokens.append(current\_token)

current\_token = ''

elif char.isdigit() and current\_token.endswith(('l', 'L', 'u', 'U')):

tokens.append(current\_token[:-1])

tokens.append(current\_token[-1])

current\_token = ''

current\_token += char

elif current\_token.endswith(('ll', 'LL', 'uu', 'UU', 'el', 'EL')):

print('ct', current\_token)

tokens.append(current\_token[:-2])

tokens.append(current\_token[-2])

current\_token = ''

current\_token += char

else:

if current\_token:

tokens.append(current\_token)

current\_token = ''

tokens.append(char)

i += 1

if current\_token:

tokens.append(current\_token)

combined\_tokens = []

i = 0

while i < len(tokens):

if tokens[i - 1] == '#include' and tokens[i] == '<' and tokens[i + 1] != '<':

end\_index = i + 1

while end\_index < len(tokens) and tokens[end\_index] != '>':

end\_index += 1

if end\_index < len(tokens) and tokens[end\_index] == '>':

combined\_tokens.append('<' + ''.join(tokens[i + 1:end\_index]) + '>')

i = end\_index + 1

if tokens[i:i + 2] == ['<', '<']:

combined\_tokens.append('<<')

i += 2

elif tokens[i:i + 2] == ['>', '>']:

combined\_tokens.append('>>')

i += 2

elif tokens[i:i + 2] == [':', ':']:

combined\_tokens.append('::')

i += 2

elif tokens[i:i + 2] == ['-', '>']:

combined\_tokens.append('->')

i += 2

elif tokens[i:i + 2] == ['+', '+']:

combined\_tokens.append('++')

i += 2

elif tokens[i:i + 2] == ['-', '-']:

combined\_tokens.append('--')

i += 2

elif tokens[i:i + 2] == ['+', '=']:

combined\_tokens.append('+=')

i += 2

elif tokens[i:i + 2] == ['-', '=']:

combined\_tokens.append('-=')

i += 2

elif tokens[i:i + 2] == ['\*', '=']:

combined\_tokens.append('\*=')

i += 2

elif tokens[i:i + 2] == ['/', '=']:

combined\_tokens.append('/=')

i += 2

elif tokens[i:i + 2] == ['%', '=']:

combined\_tokens.append('%=')

i += 2

elif tokens[i:i + 2] == ['=', '=']:

combined\_tokens.append('==')

i += 2

elif tokens[i:i + 2] == ['!', '=']:

combined\_tokens.append('!=')

i += 2

elif tokens[i:i + 2] == ['>', '=']:

combined\_tokens.append('>=')

i += 2

elif tokens[i:i + 2] == ['<', '=']:

combined\_tokens.append('<=')

i += 2

elif tokens[i:i + 2] == ['>', '>']:

combined\_tokens.append('!=')

i += 2

elif tokens[i:i + 2] == ['&', '&']:

combined\_tokens.append('&&')

i += 2

elif tokens[i:i + 2] == ['|', '|']:

combined\_tokens.append('||')

i += 2

elif tokens[i:i + 3] == ['>', '>', '=']:

combined\_tokens.append('>>=')

i += 3

elif tokens[i:i + 3] == ['<', '<', '=']:

combined\_tokens.append('<<=')

i += 3

elif tokens[i:i + 2] == ['&', '=']:

combined\_tokens.append('&=')

i += 2

elif tokens[i:i + 2] == ['|', '=']:

combined\_tokens.append('|=')

i += 2

elif tokens[i:i + 2] == ['^', '=']:

combined\_tokens.append('^=')

i += 2

elif tokens[i:i + 2] == ['/', '/']:

combined\_tokens.append('//')

i += 2

elif tokens[i:i + 2] == ['/', '\*']:

combined\_tokens.append('/\*')

i += 2

elif tokens[i:i + 2] == ['\*', '/']:

combined\_tokens.append('\*/')

i += 2

elif tokens[i:i + 3] == ['unsigned', 'long', 'long']:

combined\_tokens.append('unsigned long long')

i += 3

elif tokens[i:i + 2] == ['unsigned', 'char']:

combined\_tokens.append('unsigned char')

i += 2

elif tokens[i:i + 2] == ['unsigned', 'short']:

combined\_tokens.append('unsigned short')

i += 2

elif tokens[i:i + 2] == ['unsigned', 'int']:

combined\_tokens.append('unsigned int')

i += 2

elif tokens[i:i + 2] == ['unsigned', 'long']:

combined\_tokens.append('unsigned long')

i += 2

elif tokens[i:i + 4] == ['unsigned', 'long', 'long', 'double']:

combined\_tokens.append('unsigned long long double')

i += 4

elif tokens[i:i + 2] == ['long', 'long']:

combined\_tokens.append('long long')

i += 2

elif tokens[i:i + 2] == ['long', 'int']:

combined\_tokens.append('long int')

i += 2

elif tokens[i:i + 2] == ['short', 'int']:

combined\_tokens.append('short int')

i += 2

elif tokens[i:i + 2] == ['long', 'double']:

combined\_tokens.append('long double')

i += 2

elif tokens[i:i + 2] == ['signed', 'char']:

combined\_tokens.append('signed char')

i += 2

else:

combined\_tokens.append(tokens[i])

i += 1

return combined\_tokens

Листинг 6 – Программный код, реализующий проверку типов

def is\_integer\_type(s):

try:

int(s)

return True

except ValueError:

return False

def is\_float\_type(s):

try:

float(s)

return True

except ValueError:

return False

def is\_character\_type(s):

return isinstance(s, str) and s.startswith('"') and s.endswith('"') and len(s) == 1

def is\_bool(s):

return s.lower() in ['true', 'false']

def is\_string(s):

return (isinstance(s, str) and s.startswith('"') and s.endswith('"')) or (isinstance(s, str) and s.startswith("'") and s.endswith("'"))

def is\_library(s):

return isinstance(s, str) and s.startswith('<') and s.endswith('>')