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## 1 ПОСТАНОВКА ЗАДАЧИ

Целью выполнения данной лабораторной работы является разработка лексического анализатора подмножества языка программирования в С++. Также необходимо определить лексические правила и выполнить перевод потока символов в поток токенов, при определении неверной последовательности символов необходимо обнаружить ошибку и выдать сообщение о ней.

## 2 КРАТКИЕ ТЕОРЕТИЧЕСКИЕ СВЕДЕНИЯ

Первая фаза компиляции называется лексическим анализом   
или сканированием. Лексический анализатор читает поток символов, составляющих исходную программу, и группирует эти символы в значащие последовательности, называющиеся лексемами.[1]

Лексема – это структурная единица языка, которая состоит   
из элементарных символов и не содержит в своем составе других структурных единиц языка. Лексемами языка программирования являются идентификаторы, константы, ключевые слова языка, знаки операции. На вход лексического анализатора поступает текст исходной программы, а выходная информация передается для дальнейшей обработки синтаксическому анализатору. Для каждой лексемы анализатор строит выходной токен, где имя токена связано с его значением в коде.

Использование лексического анализатора упрощает работу с текстом исходной программы на этапе синтаксического разбора и сокращается объем обрабатываемой информации. Для выделения в тексте и разбора лексем можно применять простую и эффективную технику анализа, в то время как на этапе синтаксического анализа конструкций исходного языка используются достаточно сложные алгоритмы. Лексический анализатор отделяет сложный по конструкции синтаксический анализатор от работы непосредственно   
с текстом исходной программы. В большинстве компиляторов лексический   
и синтаксический анализаторы – это взаимосвязанные части.

При написании данной лабораторной работы были применены следующие теоретические сведения и концепции:

1 Словари языка программирования Python: при помощи использования словарей были представлены наборы ключевых слов, операторов и типов данных в языке программирования С++. Эти словари используются   
для классификации токенов в программе.

2 Приведение типов: при помощи приведения типов были созданы проверки строк, чтобы выяснить, является ли она целым числом, символом, числом с плавающей точкой, логическим значением или строкой соответственно.

3 Циклы и ветвления языка программирования Python: при помощи разнообразных циклов и ветвлений были организованы разбитие исходного кода на токены, а также классификация каждого токена на основе его типа.

4 Запись в файл и чтение из файла: для работы с кодом были использованы функции записи в файл и чтения из файла для удобства работы.

Все вышеперечисленные концепции были использованы для написания лексического анализатора подмножества языка программирования в С++, а также для определения лексических правил и перевода потока символов   
в поток токенов.

# 3 РЕЗУЛЬТАТЫ ВЫПОЛНЕНИЯ ЛАБОРАТОРНОЙ             РАБОТЫ

В ходе лабораторной работы был разработан лексический анализатор для языка программирования С++. Для работы с кодом используются файлы. При запуске программы код анализируется и разбивается на токены. Результат работы лексического анализатора представлен на рисунке 3.1.
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Рисунок 3.1 – Результат работы лексического анализатора

Кроме вывода лексем и их значений программа обрабатывает некоторые ошибки в коде. Если совершить попытку дать имя переменной, начиная его с цифры, то это будет обозначено в таблице лексем как ошибка. Результат нахождения данной ошибки представлен на рисунке 3.2.
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Рисунок 3.2 – Результат нахождения ошибки при неправильном названии переменной

Если неправильно написать директиву препроцессора, то в таблице этот момент будет представлен как ошибка. Результат нахождения данной ошибки представлен на рисунке 3.3.

![](data:image/png;base64,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)

Рисунок 3.3 – Результат нахождения ошибки при неправильном написании директивы препроцессора

Если при подключении библиотек пропустить символ «<» или символ «>», то в таблице этот момент будет представлен как ошибка. Результат нахождения данной ошибки представлен на рисунке 3.4.
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Рисунок 3.4 – Результат нахождения ошибки при пропущенном символе при подключении библиотеки

Если допустить ошибку при написании “std::cout”, то данный момент в таблице будет представлен как ошибка. Результат нахождения данной ошибки представлен на рисунке 3.5.
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Рисунок 3.5 – Результат нахождения ошибки при написании стандартного вывода

Таким образом, по итогу лабораторной работы был разработан лексический анализатор кода, написанного на языке программирования С++, а также реализовано нахождение разного рода лексических ошибок.

## ВЫВОДЫ

В ходе выполнения данной лабораторной работы был разработан лексический анализатор подмножества языка программирования С++. Также были определены лексические правила и выполнен перевод потока символов в поток токенов. При определении неверной последовательности символов была реализована возможность обнаружение ошибок и демонстрация сообщений о данных ошибках.
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## ПРИЛОЖЕНИЕ А

## (обязательное)

## Листинг исходного кода

Листинг 1 – Программная код функции классификации

def classify\_token(token, prev\_token, next\_token, token\_table):

if token in keywords:

return keywords[token]

elif token in operators:

if token in ('<<', '>>'):

if prev\_token == 'std::cout' or next\_token == 'std::endl':

return 'I/O OPERATOR'

elif prev\_token.isdigit() or prev\_token.isidentifier():

return 'BITWISE OPERATOR'

elif next\_token in ('cout', 'cin'):

return 'I/O OPERATOR'

return operators[token]

elif token in data\_types:

return data\_types[token]

elif token.endswith('[]'):

return 'ARRAY'

elif is\_string(token):

return 'STRING'

elif is\_integer\_type(token):

return 'INTEGER'

elif is\_float\_type(token):

return 'FLOAT'

elif is\_bool(token):

return 'BOOLEAN'

elif is\_character\_type(token):

return 'CHAR'

elif token.startswith('#include <') and token.endswith('>'):

return 'HEADER FILE'

elif token.startswith('<') and token.endswith('>'):

return 'LIBRARY'

# elif token.startswith('std::'):

# return 'STL STRUCTURE'

elif token.isidentifier():

if token in token\_table:

return token\_table[token]

else:

if next\_token == '(':

if prev\_token in data\_types:

token\_table[token] = f'FUNCTION OF TYPE {prev\_token}'

return f'FUNCTION OF TYPE {prev\_token.upper()}'

else:

token\_table[token] = 'Function'

return 'FUNCTION'

elif prev\_token in data\_types:

token\_table[token] = f'VARIABLE OF TYPE {prev\_token}'

return f'VARIABLE OF TYPE {prev\_token.upper()}'

elif token in data\_types:

token\_table[token] = data\_types[token]

return data\_types[token]

elif token == 'class':

token\_table[token] = 'CLASS'

return 'CLASS'

elif token == 'struct':

token\_table[token] = 'SRTUCTURE'

return 'SRTUCTURE'

else:

token\_table[token] = 'IDENTIFIER'

return 'IDENTIFIER'

elif '.' in token:

return 'METHOR'

elif token.endswith(':'):

if prev\_token == 'case':

return 'CASE LABEL'

elif prev\_token == 'default':

return 'DEFAULT LABEL'

else:

return 'COLON'

else:

return f'LEXICAL ERROR {token}'

Листинг 2 – Программная код, описывающий константные значения

keywords = {  
 '#include': 'INCLUSION DIRECTIVE',  
 'using': 'KEYWORD',  
 'namespace': 'KEYWORD',  
 'std': 'NAMESPACE',  
 'break': 'KEYWORD',  
 'continue': 'KEYWORD',  
 'while': 'KEYWORD',  
 'for': 'KEYWORD',  
 'if': 'KEYWORD',  
 'else': 'KEYWORD',  
 'return': 'KEYWORD',  
 'switch': 'KEYWORD',  
 'case': 'KEYWORD',  
 'default':'KEYWORD',  
 'std::swap': 'KEYWORD',  
 'private:': 'KEYWORD',  
 'public:': 'KEYWORD',  
 '(': 'PARENTHESIS',  
 ')': 'PARENTHESIS',  
 '{': 'PARENTHESIS',  
 '}': 'PARENTHESIS',  
 '[': 'PARENTHESIS',  
 ']': 'PARENTHESIS',  
 ',': 'COMA',  
 ';': 'END OF CONSTRUCTION',  
 'std::cout': 'OUTPUT',  
 'std::endl': 'OUTPUT MANIPULATOR',  
 'std::vector': 'CONTAINER',  
 'std::list': 'CONTAINER',  
 'std::deque': 'CONTAINER',  
 'std::queue': 'CONTAINER',  
 'std::stack': 'CONTAINER',  
 'std::set': 'CONTAINER',  
 'std::unordered\_set': 'CONTAINER',  
 'std::multiset': 'CONTAINER',  
 'std::map': 'CONTAINER',  
 'std::unordered\_map': 'CONTAINER',  
 'std::multimap': 'CONTAINER',  
 'std::bitset': 'CONTAINER',  
 'class': 'CLASS',  
 'struct': 'STRUCT',  
 'const': 'CONST'  
}  
operators = {  
 '.': 'OPERATOR',  
 '+': 'ARITHMETIC OPERATOR',  
 '-': 'ARITHMETIC OPERATOR',  
 '\*': 'ARITHMETIC OPERATOR',  
 '/': 'ARITHMETIC OPERATOR',  
 '%': 'ARITHMETIC OPERATOR',  
 '++': 'ARITHMETIC OPERATOR',  
 '--': 'ARITHMETIC OPERATOR',  
 '+=': 'ARITHMETIC OPERATOR',  
 '-=': 'ARITHMETIC OPERATOR',  
 '\*=': 'ARITHMETIC OPERATOR',  
 '/=': 'ARITHMETIC OPERATOR',  
 '%=': 'ARITHMETIC OPERATOR',  
 '=': 'ADDIGNMENT OPERATOR',  
 'pow': 'FUNCTION',  
 'sqrt': 'FUNCTION',  
 'sin': 'FUNCTION',  
 'cos': 'FUNCTION',  
 'log': 'FUNCTION',  
 'exp': 'FUNCTION',  
 'round': 'FUNCTION',  
 '==': 'COMPARISON OPERATOR',  
 '!=': 'COMPARISON OPERATOR',  
 '<': 'COMPARISON OPERATOR',  
 '>': 'COMPARISON OPERATOR',  
 '<=': 'COMPARISON OPERATOR',  
 '>=': 'COMPARISON OPERATOR',  
 '>>': 'BITWISE OPERATOR',  
 '<<': 'BITWISE OPERATOR',  
 '<<': 'I/O OPERATOR',  
 '>>': 'I/O OPERATOR',  
 '&&': 'LOGICAL OPERATOR',  
 '||': 'LOGICAL OPERATOR',  
 '!': 'LOGICAL OPERATOR',  
 '&': 'BITWISE OPERATOR',  
 '|': 'BITWISE OPERATOR',  
 '^': 'BITWISE OPERATOR',  
 '~': 'BITWISE OPERATOR',  
 '?': 'TERNARY OPERATOR'  
}  
data\_types = {  
 'bool': 'DATA TYPE',  
 'signed char': 'DATA TYPE',  
 'char': 'DATA TYPE',  
 'short': 'DATA TYPE',  
 'int': 'DATA TYPE',  
 'long': 'DATA TYPE',  
 'long long': 'DATA TYPE',  
 'unsigned char': 'DATA TYPE',  
 'unsigned short': 'DATA TYPE',  
 'unsigned int': 'DATA TYPE',  
 'unsigned long': 'DATA TYPE',  
 'unsigned long long': 'DATA TYPE',  
 'float': 'DATA TYPE',  
 'double': 'DATA TYPE',  
 'long double': 'DATA TYPE',  
 'wchar\_t': 'DATA TYPE',  
 'char8\_t': 'DATA TYPE',  
 'char16\_t': 'DATA TYPE',  
 'char32\_t': 'DATA TYPE',  
 'std::string': 'DATA TYPE',}

Листинг 3 – Программный код функций чтения и записи

def read\_code\_from\_file(file\_path):

with open(file\_path, 'r') as file:

code = file.read()

return code

def write\_output\_to\_file(output, file\_path):

with open(file\_path, 'w') as file:

file.write(output)

Листинг 4 – Программный код главной функции

from parsing import tokenize

from classification import classify\_token

from function import read\_code\_from\_file, write\_output\_to\_file

file\_path\_input = 'test.cpp'

file\_path\_output = 'output.txt'

if \_\_name\_\_ == "\_\_main\_\_":

code = read\_code\_from\_file(file\_path\_input)

tokens = tokenize(code)

token\_table = {}

output = ''

output += "+----------------------------------------------------------------+\n"

output += "| № | Элемент | Информация |\n"

output += "+----------------------------------------------------------------+\n"

for i, token in enumerate(tokens):

classification = classify\_token(token, tokens[i - 1] if i > 0 else None,

tokens[i + 1] if i < len(tokens) - 1 else None, token\_table)

output += f"| {i:<3} |{token:<23} |{classification:<30} \n"

output += "+----------------------------------------------------------------+\n"

write\_output\_to\_file(output, file\_path\_output)

Листинг 5 – Программный код, реализующий разделение на токены

def tokenize(code):

tokens = []

current\_token = ''

inside\_string = False

line\_number = 1

char\_position = 0

i = 0

while i < len(code):

char = code[i]

char\_position += 1

if char == '\n':

line\_number += 1

char\_position = 0

if char == '\\':

if i + 1 < len(code):

next\_char = code[i + 1]

if next\_char in ('r', 'n', 't', '\\'):

current\_token += char + next\_char

i += 1

else:

current\_token += char

else:

current\_token += char

elif char in ('(', ')', '{', '}', '[', ']', ',', ';') and not inside\_string:

if current\_token:

tokens.append(current\_token)

tokens.append(char)

current\_token = ''

elif char.isspace() and not inside\_string:

if current\_token:

tokens.append(current\_token)

current\_token = ''

elif char == '"' and not inside\_string:

if current\_token:

tokens.append(current\_token)

current\_token = ''

current\_token += char

inside\_string = True

elif char == '"' and inside\_string:

current\_token += char

tokens.append(current\_token)

current\_token = ''

inside\_string = False

elif char.isdigit() and not inside\_string:

if current\_token and '.' not in current\_token and current\_token[-1].isdigit():

current\_token += char

elif current\_token and '.' in current\_token:

current\_token += char

else:

if current\_token:

tokens.append(current\_token)

current\_token = char

elif char in ('+', '-') and (not current\_token or current\_token[-1] not in ('+', '-', ' ')):

if current\_token:

tokens.append(current\_token)

current\_token = ''

current\_token += char

elif char.isalnum() or char == '\_':

current\_token += char

else:

current\_token += char

if current\_token in ('++', '--', '<<', '>>', '?:'):

tokens.append(current\_token)

current\_token = ''

elif current\_token.endswith('?') and code[i + 1:i + 3] == ': ':

tokens.append(current\_token[:-1])

tokens.append('?')

tokens.append(':')

i += 2

current\_token = ''

i += 1

if current\_token:

tokens.append(current\_token)

combined\_tokens = []

i = 0

while i < len(tokens):

if tokens[i:i+3] == ['unsigned', 'long', 'long']:

combined\_tokens.append('unsigned long long')

i += 3

elif tokens[i:i+2] == ['unsigned', 'char']:

combined\_tokens.append('unsigned char')

i += 2

elif tokens[i:i+2] == ['unsigned', 'short']:

combined\_tokens.append('unsigned short')

i += 2

elif tokens[i:i+2] == ['unsigned', 'int']:

combined\_tokens.append('unsigned int')

i += 2

elif tokens[i:i+2] == ['unsigned', 'long']:

combined\_tokens.append('unsigned long')

i += 2

elif tokens[i:i+4] == ['unsigned', 'long', 'long', 'double']:

combined\_tokens.append('unsigned long long double')

i += 4

elif tokens[i:i+2] == ['long', 'long']:

combined\_tokens.append('long long')

i += 2

elif tokens[i:i+2] == ['long', 'double']:

combined\_tokens.append('long double')

i += 2

elif tokens[i:i+2] == ['signed', 'char']:

combined\_tokens.append('signed char')

i += 2

else:

combined\_tokens.append(tokens[i])

i += 1

return combined\_tokens

Листинг 6 – Программный код, реализующий проверку типов

def is\_integer\_type(s):

try:

int(s)

return True

except ValueError:

return False

def is\_float\_type(s):

try:

float(s)

return True

except ValueError:

return False

def is\_character\_type(s):

return isinstance(s, str) and s.startswith('"') and s.endswith('"') and len(s) == 1

def is\_bool(s):

return s.lower() in ['true', 'false']

def is\_string(s):

return isinstance(s, str) and s.startswith('"') and s.endswith('"')